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Figure 1. Surfacing a 3D label map with multiple materials. Top and bottom rows show
different views of the same model. a) initial model of three intersecting spheres inside a box.
b) a cuberille model generated after sampling the model in a volume of resolution 32 x 32
x 32. Surface meshes generated from the sampled volume using c) Marching Cubes (MC)
[Lorensen and Cline 1987], d) Flying Edges (FE) [Schroeder et al. 2015], and e) SurfaceNets
for multi-label segmentations. Surfaces are rendered with flat shading for comparison. Sur-
faceNets surfaces are smoother, and edges are sharper than in MC and FE surfaces and topol-
ogy is preserved where the three spheres meet (where a hole is created by MC and FE).

Abstract

We extend 3D SurfaceNets to generate surfaces of segmented 3D medical images composed
of multiple materials represented as indexed labels. Our extension generates smooth, high-
quality triangle meshes suitable for rendering and tetrahedralization, preserves topology and
sharp boundaries between materials, guarantees a user-specified accuracy, and is fast enough
that users can interactively explore the trade-off between accuracy and surface smoothness.
We provide open-source code in the form of an extendable C++ library with a simple API,
and a Qt and OpenGL-based application that allows users to import or randomly generate
multi-label volumes to experiment with surface fairing parameters. In this paper, we describe
the basic SurfaceNets algorithm, our extension to handle multiple materials, our method for
preserving sharp boundaries between materials, and implementation details used to achieve
efficient processing.
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1. Introduction

Surfacing methods are used to generate triangle- or quadrilateral-meshes from sam-
pled data and implicit functions for rendering and finite element modeling. Sampled
data can be binary (representing a single object), indexed (with each index or ‘label’
representing a different material), or grey-scale (where values can be an image inten-
sity values, e.g., from a Computed Tomography scan, or a sampled implicit function
such as a distance field). Indexed volumes representing multiple materials are a stan-
dard output of medical image segmentation; surfacing such data is thus an important
component in medical applications such as surgical planning, surgical simulation, and
image-guided therapy. Marching Cubes, introduced by Lorensen and Cline [1987],
is by far the most commonly used method for surfacing sampled volumes and imple-
mentations of Marching Cubes are readily available [Schroeder et al. 2018]. However,
Marching Cubes suffers from some quality issues and speed is limited by smoothing
which is performed as a post-processing step. SurfaceNets was developed for both
binary data and sampled implicit functions to address these issues and was shown
to produce better surfaces and higher quality triangle meshes [de Bruin et al. 2000].
Many extensions and improvements have been made to both Marching Cubes and
SurfaceNets as described below. SurfaceNets was originally patented by Mitsubishi
Electric Research Labs [Gibson 2000], but this patent has recently expired. The goal
of this paper is to 1) extend the original SurfaceNets algorithm to generate high-
quality, non-overlapping surfaces from multi-label segmented volumes, and 2) pro-
vide an open-source implementation of this method in the form of a well-documented
C++ library to encourage others to test, extend and improve this implementation.

2. Related Work

We review volume surfacing methods in the three major categories of Marching
Cubes, Marching Tetrahedra, and Dual Contouring.

2.1. Marching Cubes

Marching Cubes was originally introduced to construct anatomical models from 3D
medical images such as Computed Tomography (CT) and Magnetic Resonance Imag-
ing (MRI), which are composed of grey-scale image values stored in a regular 3D grid.
The grid partitions space into hexahedral cells (Figure 2). The algorithm marches
through the sampled volume to identify cells that intersect a specified iso-surface in
the image data (i.e., to identify cells that have some corner values inside the iso-
surface and some outside the iso-surface). It then constructs surface patches in the
identified cells and stitches these patches together to form the surface mesh. Con-
sidering symmetries, 15 unique inside/outside patterns for the 8 cell corners can be
identified, with each pattern defining its own surface patch. When considering surface
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quality, the important detail is that surface patch vertices are constrained to lie on
cell edges; the location of a vertex on a particular edge is determined by the grey-scale
values of the two cell corners at each end of the edge. Surface fairing (i.e., to smooth
the surface and improve triangle shape) is done as a post process independent of the
original data. This negatively impacts speed, surface quality and surface accuracy.

Figure 2. Marching Cubes surface patches for two different cells. The surface intersects a
cell if at least one of the 8 corner values is different from the others (Here, light/dark cor-
ners are inside/outside respectively). For each cell intersecting the surface, a surface patch is
constructed which lies entirely inside the cell. Surface vertices are constrained to lie on cell

edges.

Since its introduction, there have been multiple extensions to Marching Cubes
(e.g., as reviewed by Newman and Yi [2006] and De Araéjo et al. [2015]), and a
similar, though less well known, approach was published by Wyvill et al. [1986]. Ex-
tensions include methods for data stored in octrees [Schaefer and Warren 2004; Paiva
et al. 2006], methods for multi-material data represented as indexed values [Wu and
Sullivan Jr 2003; Bischoff and Kobbelt 2006; Reitinger et al. 2005], as probabilities
[Hege et al. 1997] and as volume fractions [Anderson et al. 2010], methods preserv-
ing fine detail and sharp features [Kobbelt et al. 2001; Schaefer and Warren 2004;
Chica et al. 2008], methods that guarantee manifold surfaces [Nielson 2004] or better
quality triangles [Dietrich et al. 2009], and methods that optimize processing speed
[Schroeder et al. 2015; Vega et al. 2019].

2.2. Marching Tetrahedra

Marching Tetrahedra was first published by Bloomenthal [1994] to tesselate implicit
surfaces without requiring a grid sampling of the implicit function. Like Marching
Cubes, the algorithm locates cells (in this case tetrahedral cells) containing the sur-
face, determines vertices on edges of the tetrahedra that intersect the surface, con-
structs a surface patch within each tetrahedra to connect the vertices, and then stitches
the surface patches together to form the surface mesh. Marching Tetrahedra has been
extended to handle multi-material data represented as indexed values [Nielson and
Franke 1997; d’Otreppe et al. 2012] and volume fractions [Bonnell et al. 2000].
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2.3. Dual Contouring

Dual Contouring methods are so-called because they are applied to the dual of the
Marching Cubes hexahedral grid. As in Marching Cubes, cells and cell edges inter-
sected by the iso-surface are identified. However, rather than placing vertices on cell
edges and constructing surfaces patches within cells, vertices are placed inside cells
intersected by the iso-surface. Quadrilateral surface patches are generated about each
edge that intersects the iso-surface by connecting vertices of the 4 hexahedral cells
that touch the edge (Figure 3). The advantages over methods that place surface ver-
tices on cell edges are 1) vertices are not constrained to lie on cell edges, i.e., they
can move about inside the cell; 2) surface fairing is performed in the context of the
image data and 3) we can specify a maximum distance between the faired surface and
the iso-surface by constraining how far vertices can move from the cell center.

Figure 3. Dual contouring methods place surface vertices inside cells. Surface quadrilaterals
are constructed by connecting vertices in neighboring cells that share an edge intersected
by the iso-surface (e.g., here a surface quadrilateral is constructed for the top-right edge by
connecting the vertex in this cell to the vertices of its right, top, and top-right neighbor cells).
Surface vertices can be moved around inside the cell to improve surface quality.

SurfaceNets, which we introduced to generate smooth surfaces from binary seg-
mentations of medical image data [Gibson 1998], was possibly the first Dual Con-
touring method. We subsequently extended SurfaceNets to handle grey-scale data
[de Bruin et al. 2000; Frisken et al. 2000], showed that it provides smother surfaces
with better quality triangles than Marching Cubes [de Bruin et al. 2000] and extended
it for data stored in octrees [Perry and Frisken 2001]. SurfaceNets has also been
extended to handle multiple materials [Bertram et al. 2005; Baxter et al. 2011]. Ly-
senko [2012] published source code for a version of SurfaceNets suitable for GPU
implementation. However, his method uses a simplified smoothing operator, does not
handle multiple materials, and does not ensure sharp boundaries between materials.

Ju et al. [2002] (who coined the term ‘Dual Contouring’) presented a Dual Con-
touring method that preserves sharp edges and corners. This method requires Her-
mite data, (i.e., data in the form of an implicit function where both the function and
its derivatives are available at specified locations). In Ju’s method, the Hermite data,
i.e., the edge-surface intersection position and the surface normal at that position, are
determined for each edge intersecting the surface. Cell vertices are located using the
Hermite data by minimizing an energy function that preserves sharp features. Vari-
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ations of Ju’s method can generate multiple vertices per cell to handle thin features
and fine detail [Varadhan et al. 2003; Zhang et al. 2004], handle multiple materials
[Schaefer and Warren 2004; Zhang et al. 2008; Zhang et al. 2010], and generate sur-
face meshes from data in octrees [Ju et al. 2002; Varadhan et al. 2003; Zhang et al.
2004; Schaefer et al. 2007]. Recent work has extended Dual Contouring methods to
generate volumetric tetrahedral meshes (e.g., for finite element methods) [Zhang et al.
2010; Liang and Zhang 2014]. A GPU implementation was presented by Schmitz et
al. [2009; 2010].

While SurfaceNets is technically a Dual Contouring method, the above methods
require Hermite data so they cannot be applied to indexed segmentation data. In
addition, positioning vertices using energy minimization limits how vertices can be
moved within cells, thus constraining surface fairing. The approach we present be-
low preserves sharp boundaries and edges between multiple materials without these
constraints.

3. SurfaceNets for Binary Data

We first provide a description of the basic SurfaceNets algorithm and then show how
it is enhanced to handle multiple materials and to preserve boundaries between mate-
rials.

3.1. Surface Generation

A regularly sampled binary volume with dimensions Nx × Ny × Nz consists of
Nx Ny Nz binary samples (where 1 typically represents points inside the shape and 0
typically represents points outside the shape), and (Nx − 1)(Ny − 1)(Nz − 1) cells,
each cell having 8 corner samples as illustrated in Figures. 2 and 3. A cell is inside
or outside the shape if its corner values are all 1 or all 0, respectively. If at least one
of the cell’s corner values is different from the others, the surface crosses the cell, so
we place a vertex inside the cell. If the surface crosses the cell, there will be at least
one edge with different corner values which we call a surface edge. For each surface
edge, we construct a quadrilateral of the surface mesh from the cell vertex and the
vertices of neighboring cells that share the edge.

By processing cells in left-to-right, bottom-to-top, back-to-front order we can gen-
erate the mesh in a single pass. For each cell intersecting the surface, we create a ver-
tex for the cell and consider generating quadrilaterals for the cell’s left-bottom, left-
back, bottom-back edges, knowing that the neighbors required for generating these
quadrilaterals have already been processed and that the cell’s remaining 9 edges will
be processed as the traversal continues. For the sake of simplicity, ensuring closed
surfaces, and removing expensive bounds checking, we make sure the surface does
not cross outside faces of the volume. This can easily be done by padding each out-
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side face with zeros. This condition can be dropped, (e.g., to stitch together multiple
volumes), at the cost of added complexity at volume boundaries.

We use two additional data structures. First, we define a 12-bit bitflag to encode
edge crossings for each cell, with each bit representing one of the cell’s 12 edges
and each bit set to one if the corresponding edge is a surface edge and zero other-
wise. Second, we use a vertex data structure that stores the 3D (i, j, k) index of the
cell containing the vertex (for fast access during surface fairing and for determining
vertex positions), the vertex’s 3D floating point offset from the cell’s center (which
changes during surface fairing), and the cell’s 12-bit bitflag. Pseudocode for the basic
SurfaceNets algorithm for binary data is given in Listing 1.

3.2. Surface Fairing

The goal of surface fairing is to adjust mesh vertex positions to make the surface
smoother and to improve the shape of surface elements by making the spacing be-
tween vertices more consistent. This makes it less likely to have small triangles and
triangles with small angles, both of which can be problematic for rendering and finite
element methods. In the basic SurfaceNets algorithm, this is done by iteratively mov-
ing each vertex in the SurfaceNet towards the average position of the vertices of cells
that are face-neighbors of the vertex’s cell, while constraining each vertex to lie within
a specified range of the cell center. Pseudocode for the surface fairing algorithm is
given in Listing 2.

StepSize is a value between 0 and 1. Values closer to 1 provide faster smoothing
while values closer to zero have better convergence properties. AllowedRange could
be a specified distance from the cell center (e.g., 1 mm) or a requirement that the
vertex remain inside the cell. AllowedRange provides a means for limiting shrinkage
of the surface and ensuring a maximim deviation of the smoothed surface from the
data. Optimal smoothing is a subjective tradeoff between smoothness and fidelity
to the initial surface. One of the advantages of SurfaceNets is that it is fast enough
for iterative adjustment of smoothing parameters, i.e., the number of iterations of the
surface fairing algorithm, StepSize and AllowedRange. This is demonstrated in the
application described in Section 5.

4. SurfaceNets for Multi-Label Segmentations

4.1. Surface Generation

Similar to SurfaceNets for binary data, we place a vertex in a cell if at least one
of the cell’s 8 corner material indices is different from the other corner indices. A
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vertex list ← empty

mesh quads ← empty

// Traverse volume left-to-right, bottom-to-top, back-to-front

for (k = 0 to Nz − 2) {

for (j = 0 to Ny − 2) {

for (i = 0 to Nx − 2) {

// Set bitflag from the cell′s corner values

bitflag ← 0

if (any of cell′s 12 edges have a zero crossing) {

(corresponding bits in bitflag) ← 1

}

if (bitflag is 0) { // surface does not intersect this cell

continue to next cell

}

// Create a vertex for this cell

vertex ← cell index (i, j, k), offset (0, 0, 0), bitflag

vertex list ← add vertex

// Construct mesh quadrilaterals for back, bottom, left edges

if (bitflag indicates a left-bottom edge crossing) {

quad ← vertex of cell and vertices of its left, bottom,

and left-bottom neighbors

quad list ← add quad

}

if (bitflag indicates a left-back edge crossing) {

quad ← vertex of this cell and vertices of its left, back,

and left-back neighbors

quad list ← add quad

}

if (bitflag indicates a bottom-back edge crossing) {

quad ← vertex of cell and vertices of its bottom, back

and bottom-back neighbors

quad list ← add quad

}

}

}

}

Listing 1. Basic SurfaceNets Algorithm
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iterate until an optimal smoothing is reached {

for each vertex in vertex list {

cell ← indexed from vertex (i, j, k)

vertexPosition ← derived from vertex (i, j, k) and vertex offset

localAverage ← avg. pos. of cell′s face neighbor

vertices (if present)

vertexPosition ← vertexPosition + stepSize * (localAverage)

vertex offset ← update using vertex (i, j, k) and vertexPosition

vertex offset ← constrain vertex offset to lie inside

AllowedRange

}

}

Listing 2. SurfaceNets surface fairing algorithm

surface edge is defined to be a cell edge that connects a pair of cell corners with
different material indices. We construct a quadrilateral for each surface edge the cell’s
vertex and the vertex of the three neighboring cells that share the surface edge. Each
quadrilateral separates exactly two materials (the materials of the surface edge’s two
corners); the top and bottom faces of the quadrilateral are labeled with the appropriate
material (e.g., for setting color or texture during rendering). While quadrilaterals are
associated with two materials, cell vertices can be associated with up to 8 materials
(one for each unique corner material). This has advantages and disadvantages that are
beyond the scope of this paper, but we note that others have extended SurfaceNets and
Dual Contouring methods to place more than one vertex in a cell that contains more
than two materials.

We traverse the cells in left-to-right, bottom-to-top, back-to-front order and gen-
erate cell vertices the same way as for binary data but with a modification to help
generate sharp edges and boundaries. Specifically, we add a vertex type and 6 face
types to the vertex bitflag. The face type of each of the cell’s 6 faces is determined by
the number of materials crossing the face, which is determined by the face’s 4 corner
material indices. The face types specify either no surface crossing (SolidFace), a sin-
gle surface crossing (SurfaceFace), or two or more surfaces crossing (JunctionFace).
These face types are illustrated in Figure 4. The vertex type is determined from the
cell’s 6 face crossings. If all faces have no surface crossings or a single surface cross-
ing the face, the vertex is a surface vertex (SurfaceVertex). If 1 or more of the faces
has more than one surface crossing the face, the vertex is an edge vertex (EdgeVertex).
Surface fairing handles these two vertex types differently.

4.2. Surface Fairing with Sharp Boundaries

The multi-material SurfaceNet is treated as a single structure composed of a union of
two-sided surface patches each of which separate two materials. A surface enclosing a

41

http://jcgt.org


Journal of Computer Graphics Techniques
SurfaceNets for Multi-Label Segmentations with Pres. of Sharp Boundaries

Vol. 11, No. 1, 2022
http://jcgt.org

Figure 4. Face types from left-to-right: SolidFace, SurfaceFace, JunctionFace (2 Junction-
Face examples shown). JunctionFace includes faces intersected by more than two materials
and faces intersected by two materials where vertices of the same material are located on
diagonally opposite corners (far right).

single material may be composed of multiple surface patches. Treating the SurfaceNet
as a single structure rather than as a set of closed surfaces surface, makes surface
fairing faster and preserves topology (i.e., by preventing the surfaces of two materials
that touch each other from pulling apart or intersecting each other during smoothing).

To preserve sharp boundaries between objects, we modify the surface fairing
method outlined in Section 3.2 to consider the vertex type. Recall that SurfaceVertices
lie in cells whose 6 faces separate at most two materials. For these vertices, we use
the surface fairing method for binary data of Section 3.2. In contrast, EdgeVertices lie
in cells with at least one JunctionFace (Figure 4). A JunctionFace is a face intersected
by more than two materials or a face intersected by two materials where vertices of
the same material are located on diagonally opposite corners. Note that one of those
materials could be the background or ‘empty’ material. This indicates that the cell
contains an edge where three (or more) materials meet. To preserve such edges, dur-
ing surface fairing we encourage the cell vertex to move along the edge and discourage
it from moving perpendicular to the edge. To do so, we compute LocalAverage (Sec-
tion 3.2) using only vertices from JunctionFace neighbors and ignore vertex positions
from SurfaceFace neighbors. Figure 5 shows how this method improves edge quality.

Figure 5. Edges between materials (left) without and (right) with sharp boundary preserva-
tion.
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4.3. Exporting Surfaces for Rendering

A SurfaceNet consists of a mesh of quadrilaterals, with each quadrilateral separat-
ing two materials. We provide two example methods for exporting SurfaceNets to
conventional formats for rendering and further processing (e.g., tetrahedral meshing
for finite element modeling). These two methods are provided for visualization and
validation, and as templates for custom export methods. The first example method ex-
ports the SurfaceNet as C-style arrays of vertices and triangle indices for rendering via
OpenGL. We generate two triangles for each quadrilateral. Each triangle consists of
three vertices so that mesh vertices are duplicated where triangles meet). Each vertex
consists of 8 floats: 3 positions (x, y, z), 3 surface normal components (nx, ny, nz),
and two texture coordinates (s, t), where (nx, ny, nz) is the face normal of the trian-
gle (to provide flat shading which is best for validating surface quality). The texture
coordinates encode material indices of the top and bottom faces of the triangle. To
ensure that texture coordinates lie in [0, 1], we compute s and t by dividing the mate-
rial index by the number of materials, NI . For rendering using OpenGL, we generate
a 1D texture map with NI components. The texture map stores an RGBA color for
each material; the s and t values associated with vertices of a particular triangle thus
provide the color of the top and bottom face of the triangle. Changing the color for
a material or making its surface or the boundary between two materials transparent
simply requires modifying this texture map.

The second method exports a SurfaceNet as a set of surfaces, with each surface
enclosing a single material. Vertices are consistently ordered in counterclockwise
order to distinguish between inside and outside faces for rendering. Each surface is
stored in a C++ std::vector of floating point vertex positions and a C++ std::vector of
integer triangle indices, where each index references a vertex in the vertex vector. In
the sample application provided with this library (Section 6), we export this geometry
as OBJ files (a standard representation used for rendering and geometry processing).

4.4. Reducing Surface Self-Intersections

Each quadrilateral can be partitioned into two triangles as illustrated in Figure 6. Be-
cause SurfaceNets quadrilaterals are generally non-planar, the choice of the partition-
ing can affect the local surface shape. When a quadrilateral is highly non-planar (e.g.,
near an edge), the choice of partitioning for neighboring quadrilaterals can cause tri-
angles to intersect each other. To avoid local self-intersections, we can consider both
patterns and chose the partitioning that minimizes local surface area. This is slightly
slower, but may be critical for some applications (e.g., tetrahedralization and 3D print-
ing). We apply this technique for the export method used to generate OBJ files.
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Figure 6. Quadrilaterals (a, d) can be partitioned into two different triangle patterns (b, c and
e, f). When the quadrilateral is non-planar (d), the choice of partitioning can impact local
shape.

5. A Simple Application

To test and demonstrate the proposed extensions of SurfaceNets, we also provide a
sample C++ application using Qt for input, output and controlling parameters, and
OpenGL for rendering and view control. A screenshot of this application is shown
in Figure 7. All examples in this manuscript were generated using this application.
Geometry can either be generated or input from a file. To input from a file, the user
specifies the name of a file in binary format composed of 8-bit or 16-bit indices stored
in left-to-right, bottom-to-top, back-to-front order, the image dimensions, and voxel
size. To generate geometry, the user specifies the image dimensions, voxel sizes, and
a desired number of spheres. The spheres are generated with random sizes and radii
within the specified volume. Figure 7 shows the SurfaceNet for 100 spheres randomly
placed in a 256 × 256 × 256 volume of 1 mm × 1 mm × 1 mm voxels. Qt sliders
allow the user to experiment with different surface fairing parameters and to edit the
color and visibility of each material. The system creates OpenGL data internally for
rendering. OBJ files can be exported using the Qt interface.

6. Results

Figures 1, 7, and 8 show the high-quality surfaces that can be generated from multi-
label data using SurfaceNets. All models in this paper are rendered using flat shading
to better evaluate surface quality.

Figure 9 shows the effect on surface fairing of the maximum distance a vertex
can move from cell center and the number of smoothing iterations. Because there
are trade-offs between how accurately the surface fits the original data, speed, and
smoothness, it is useful to be able to fine tune these parameters. The speed of the
proposed method makes interactive tuning possible.

Figure 10 shows that this method handles volumes with non-cubic voxels well.
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Figure 7. A screen shot of a simple application for testing and demonstrating the proposed
method. The model here was generated from 100 spheres with random center positions and
radii inside a 256 × 256 × 256 volume. Sliders on the right control panel are used to adjust
surface fairing parameters. The SurfaceNet is rendered using flat shading for better evaluation
of surface smoothness.

Medical data often consists of non-cubic voxels, e.g., 3D volumes composed of a
stack of 2D images, where the spacing between image pixels is smaller than the spac-
ing between image planes. In Figure 10, voxel (x, y, z) sizes are 1 mm × 1 mm ×
4 mm. SurfaceNets does not exhibit the terracing artifacts present for this kind of
data in other surfacing methods where smoothing is performed as a post-processing
step.

Figures 11 and 12 compare surfaces generated with SurfaceNets and Flying Edges
from a multi-label segmentation of a brain (using the Flying Edges implementation in
the Segmentations module of 3D Slicer 4.11 [Kikinis and Pieper 2011]). SurfaceNets
constructs a single mesh, ensures a maximum relaxation error, and maintains sharp
edges and corners between materials; while Flying Edges generates and relaxes each
surface independently, does not guarantee a maximum error, and does not attempt
to maintain sharp edges and corners between materials. These differences are high-
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Figure 8. A SurfaceNet generated from a manually and semi-automatically segmented brain
partitioned into more than 100 different anatomical structures. Top row shows 3 views of the
binary segmented volume. Bottom row shows corresponding views of the SurfaceNet surface.
Volume size is 256× 256× 159 voxels and voxel sizes are 0.95 mm× 0.95 mm× 1.5 mm.

Figure 9. The effect of surface fairing parameters on smoothness and accuracy. Vertices are
constrained to lie within 0.5 mm and 1 mm of the center of the 1 mm × 1 mm × 1 mm

voxels for the top and bottom rows, respectively. From left to right: no smoothing, too few
smoothing iterations, optimal iterations, too many iterations for the given accuracy.

lighted in Figure 11 and 12. In Figure 11, areas where brain sulci are labeled accord-
ing to function (as opposed to geometry) are correctly partitioned by color only by
SurfaceNets but are incorrectly separated by Flying Edges (white circles), resulting
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Figure 10. SurfaceNets handles smoothing of non-cubic voxels well. Left: a cuberille surface
of an ellipsoid with voxel size 1 mm × 1 mm × 4 mm. Right the SurfaceNet generated for
this model.

in inaccurate brain anatomy. In Figure 12, while SurfaceNets preserves anatomical
structure, Flying Edges incorrectly separates structures of the optic chiasm (white
circles) and degrades the small mammillary bodies (yellow circles).

Figure 13 shows total CPU time required for generating, fairing, and exporting an
OpenGL model for rendering with SurfaceNets for a variety of models of randomly
generated intersecting spheres. Surface generation time is roughly proportional to
volume size, while surface fairing and surface export for rendering (and hence the to-
tal time) are roughly proportional to the number of quadrilaterals in the surface mesh.
Total times range from sub-second for hundreds of quads to 3.5 seconds for 800K
quads. These tests were performed on a Dell XPS 8940 desktop with a i7-11700 In-
tel processor @ 2.50 GHz with 16 logical processors. These times are fast enough
to interactively optimize surface fairing parameters and compare very favorably with
Marching Cubes and Flying Edges surfacing. While a detailed timing comparison
against these methods is outside the goals of this paper, we note that our SurfaceNets
implementation running on a single processor required approximately 4 seconds to
generate, fair and export a surface from a multi-material volume (256 × 256 × 256

with 100 randomly generated spheres). As a rough comparison, the highly optimized
parallel implementation of Flying Edges in 3D Slicer’s [Kikinis and Pieper 2011]
Segmentations module also required approximately 4 seconds for the same model, but
the method was running on all 16 processors (with an even load balancing between
processors observed in the Windows Task Manager). The Marching Cubes imple-
mentation in 3D Slicer’s Greyscale Model Maker module required multiple minutes
to generate, smooth and render the same model.

7. Discussion

In this paper, we have reviewed the basic SurfaceNets algorithm and presented an
extension that allows it to handle 3D segmented medical images, where segmented
regions are represented as material indices. We have presented a method that pre-
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Figure 11. Superior view of the brain model of Figure 8 with low to high levels of smoothing
(left to right). Top row: Flying Edges. Bottom row: SurfaceNets. Flying Edges surfaces were
generated using the Segmentations module in 3D Slicer 4.11, with smoothing set to 25%, 50%
and 100% (left to right). SurfaceNets surfaces were generated with parameters: {maximum
distance from cell center in voxels, # relaxations, and relaxation factor} of {0.6, 10, 0.4},
{1.0, 18, 0.4} and {1.4, 26, 0.4} (left to right). Parameters were manually chosen to achieve
comparable smoothing for the two methods in regions of low curvature. White circles show
where Flying Edges generates inaccurate anatomy (see text).

serves sharp edges where multiple materials meet, described methods for exporting
a multi-material SurfaceNet to two different standard representations (OpenGL and
OBJ files), and describe a simple application to demonstrate and test this method with
data input from a file or randomly generated by the application.

Given the large body of prior work on surfacing methods and the ubiquity of
Marching Cubes and its extensions, it is somewhat daunting to write a paper on sur-
face meshing. However, we believe that SurfaceNets offers a viable alternative that
1) reduces terracing artifacts in indexed data to provide smoother, better-quality sur-
faces, which we believe is sorely needed in the medical field, 2) preserves topology,
3) handles non-cubic voxels well, and 4) is fast enough for interactive setting of sur-
face fairing parameters. We hope that by providing an open-source implementation
of SurfaceNets we will encourage others to build upon and improve this work, per-
haps by incorporating some of the many improvements and extensions described in
Section 2 that have been proposed for Marching Cubes, SurfaceNets and Dual Con-
toring (e.g., handling implicit data, octree data structures, parallel processing, GPU
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Figure 12. Inferior view of the surfaces of Figure 11. Top row: Flying Edges; bottom
row: SurfaceNets. Left images show surfaces with medium levels of smoothing. Middle and
right rows show close ups of the indicated region for surfaces with medium and high levels
of smoothing respectively. During smoothing, Flying Edges does not preserve connections
between structures (white circles) and can degrade small structures (yellow circles) while
SurfaceNets preserves the anatomy.

implementations, etc.).
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for Multi-Material SurfaceNets and the application of Section 5. These are provided with a
Visual Studio solution for convenience.
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